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Abstract: In spite of the generated benefits, Object-Oriented (OO) paradigm seems reaching its limits, regarding complexity 
reduction of current systems. In this context, the Aspect Oriented (AO) comes up as an alternative to reduce software 
development complexity while keeping OO advantages. Needs for investigating methodologies of AO Software Development 
have emerged a long with AO. As an example, Early Aspect (EA) aims to identify aspects on the early stages of software 
development, such as domain analysis requirements specification and architectural design. Being one of the newest software 
engineering paradigms, AO emphasizes that new studies and experiments should be carefully carried out, in order to establish 
improved methods, techniques and tools applicable to this new way of development. In this paper, we discuss a sequence of 
systematic activities toward an early consideration of specifying and separating crosscutting Functional Requirements (FRs) 
and Non-Functional Requirements (NFRs) by the adoption of use-cases to model systems. This approach would make it 
possible to identify and resolve conflicts between requirements earlier in the development cycle and can promote traceability 
of broadly scoped properties throughout system development, maintenance and evolution.
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1. Introduction
Despite the success of Object-Orientation (OO) in the 
effort to achieve separation of concerns (requirements), 
certain properties in OO systems cannot be directly 
mapped from the problem domain to the solution 
space, and thus they cannot be localised in single 
modular unit [7]. This is due to the fact that functional 
decomposition is performed along the notion of class. 
A conflict tends to rise when we map an n-dimensional 
requirements space to a single dimensional design and 
implementation space while building development 
artefacts. This conflict constitutes the source of 
CrossCutting (CC) which imposes two symptoms on 
implementation: (1) code tangling and (2) code 
scattering. In OO development CC does not allow the 
benefits of Object-Oriented Programming (OOP) to be 
fully utilized. Developers are thus faced with a number 
of implications including poor traceability of 
requirements, strong coupling between functional 
components, low cohesion of modules, low degree of 
code reusability, and low productivity. As a 
consequence to the above, the quality of software is 
negatively affected.

There have been many approaches to Aspect-
Oriented Requirements Engineering (AORE). Each 
approach attempts to capture and address a significant 
issue or issues relating to crosscutting in requirements 
engineering by providing a second axis of 
decomposition that enables separation of core 
functionality from crosscutting requirements [11]. In 

[1, 2], we discussed an AOSD model that constitutes of 
a sequence of systematic activities towards an early 
consideration of identifying, specifying and separating 
crosscutting non functional requirements starting from 
requirements elicitation.

Throughout the development process, stakeholders 
are in need to verify that they managed capturing and 
specifying all related crosscutting requirements 
properly. To achieve this target, we choose to extend 
our AOSD model in this paper by proposing a set of 
steps to deal with functional and non functional 
requirements simultaneously. This paper offers the 
following contributions: 

• It proposes a new approach to identify, separate and 
compose requirements starting from early 
requirements elicitation to implementation phase.

• It provides a new mechanism to compose 
requirements that assist in integrating the captured 
main requirements with the crosscutting 
requirements.

The rest of this paper is organized as follows: Section 2 
introduces some background information related to this 
research. Section 3 briefly summarizes the motivation 
and the proposal. In section 4, the main ideas of the 
paper are discussed. Section 5 presents related works 
on Early Aspects (EA), and in section 6 we conclude 
and discuss recommendations for future research.
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2. Background
The contemporary non-AORE approaches have been 
developed to primarily deal with one type of concerns. 
For instance, PREview [15] and NFR [6] have 
underlined the importance of non-functional concerns 
and proposed means to ensure their fulfilment in a 
system. Problem frames [8] and use cases [9], on the 
other hand, have focused on ensuring the required 
functionality of a system. Recently, AORE approaches 
try to propagate the idea that all types of concerns are 
equally important and should be treated consistently, 
and non-discriminatively.

Moreover, the CC concerns have not been treated as 
separate units of modularity. For instance, the issues 
related to security in PREview [15] would be scattered 
across all viewpoints, as each viewpoint will have to 
specify the influence of security on it. AORE allow a 
broad crosscutting influence for both functional and 
non functional requirements and their modularisation. 
The issue of requirements elevel composition has not 
been extensively investigated before AO. 
Composability (Weaving Process) [4] the support for 
combining individual requirements into coarser-
grained requirements is the central notion of AORE. 
Using AO terminology, this support should include:

• JoinPoint model: a well defined JoinPoint Model 
(Interaction Points: a set of points in the 
computational flow of the program in AspectJ1)
exposes structured points through which 
requirements can be composed.

• Composition semantics: the composition semantics 
provides systematic meaning to the composition 
process.

Composability allows not only reviewing the 
requirements in their entirety, but also the detection of 
potential conflicts very early on in order to either take 
corrective measures or make appropriate decisions for 
the next development step. The composed 
requirements also become valuable sources of 
validation for the complete system.

3. Related Works
Recently, there has been growing interest in 
propagating the aspect paradigm to the earlier activities 
of the software development life cycle. A number of 
approaches to aspect-oriented design have been 
proposed.

In [18], the authors adopted model analysis to detect 
semantic conflicts between aspects. However, the 
approach is dedicated to serve the detection of direct 
conflicts only. Resolving conflicts is recommended 
through a process of correction and refinement of the 
model, which is not clearly investigated.

In [5] and [14], the composition of the concerns was 
defined as the last step of a proposed model for 

separation of concerns at requirements engineering 
using the formal method LOTOS. Resolving conflicts 
among concerns is recommended through negotiation 
with stakeholders which may not always be applicable 
except for developers. Defining the dominant concern 
at a matching point as recommended in this approach 
is not always applicable as well because of the 
dynamic behaviours of the system. In addition, it is not 
clear how to map the combination set defined in 
LOTOS to the next stages of the development.

In [3] and [13], composition of concerns is 
accomplished by extending UML models to integrate 
the candidate aspects to the functional behaviour. 
Although the composition process must be considered 
at the meta-level, these approaches only model certain 
NFRs in a way that is not necessarily applicable for 
other requirements.

In [12], the obliviousness property was adopted to 
model orthogonal aspects independently from each 
other and from the functional requirements. The usage 
of formal methods in these approaches (e.g., GAMMA, 
LOTOS, Time Temporal Logic) to specify the 
functional behaviour and the associated aspects helps 
to enable formal validation and facilitates a 
specification-driven design. On the other hand, the 
weaving process is not presented in a precise 
systematic way and it is limited to a specific type of 
requirements that can not necessarily be applicable for 
others.

4. Motivation and Proposed Approach
An effective software development approach must 
harmonise the need to build the functional behaviour of 
a system with the need to clearly model the associated 
Non Functional Properties (NFP). Most of the current 
approaches adopt the AOSD as an effective 
mechanism to handle NFPs at the early stage of the 
development process. This is mainly because the NFRs 
are considered as global properties of the system and 
they crosscut at different spots of it, thus they need to 
be treated within the context of AOSD which has been 
prompted as an approach to separate crosscutting 
concerns and improve the modularity in software 
system artefacts [6]. 

In our proposal we adopt use-case driven activities 
to model the system. We argue that use-cases tend to 
be more concrete in their representation of the system 
as they explicitly state series of interactions between 
actors and the system. Furthermore, their 
representations tend to be easy to map to the next 
phases in development. Use-cases are also widely used 
as part of the de facto standard of UML [10]. The 
different activities that define our approach are 
illustrated in Figure 1. In spite of the model sequence 
of activities, we emphasize the iterative and 
incremental nature of the development is implied even 
thought it is not explicitly captured in the diagram.
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5. The AOSD Approach
In this section we describe the different activities that 
define our proposed AO approach. The approach is 
defined in five phases: requirements elicitation, 
analysis and identification of CC requirements, 
weaving requirements, design and implementation. We 
use the term phase to describe a group of one or more 
activities within the AOSD approach. The phase is a 
mean to categorize activities based on the general 
target they tend to achieve.

5.1. Functional Requirements
By the end of the current activity, we illustrate with a 
graphical representation the interactions between the 
actors and the system in terms of a System Sequence 
Diagrams (SSD).

5.1.1. Identifying Functional Requirements

Functional requirements capture the intended 
behaviour of the system. This behaviour may be 
expressed as services, tasks or functions whose the 
system is required to perform. Those requirements can 
carried out using an existing requirements level 
separation of concerns mechanism such as view points 
[15], use cases [9], goals [6], or problem frames [8]. In 
our case we use use-case diagrams as starting point to 
summarize with graphical representation the high-level 
behaviour of the system: what the system does (as a 
black box), what lies outside the system and how it 
gets used. Identifying FRs is a process that involves 
discussions with stakeholders, reviewing proposals, 
building prototypes and arranging requirements 
elicitation meetings.

5.1.2. Specifying Functional Requirements

In this activity, we further refine the detailed functional 
behaviour of each use-case with textual description, 
graphical representation and formal specification. The 
outcome of this activity is the completion of a use-case 
description Table 1 which forms an extension to the 
fully-dressed format.

5.1.3. Identifying Crosscutting Functional    
Requirements

To identify the crosscutting nature of certain FRs we 
need to take into consideration the information 
contained in the row “Related Use Cases” in Table 1. 
If a use-case is repeated in multiple occurrences in the 
system functional descriptions, then it is a crosscutting, 
also we can find a use case depending on another one 
without being CC (i.e. the case of extends and includes 
relationship between use-cases).

5.2. Non-Functional Requirements

5.2.1. Identifying Non-Functional Requirements

Non functional requirements that are relevant to the 
problem domain are captured in parallel to the 
identification of FRs. Even though the elicitation of 
NFRs can be accomplished in a number of existing 
techniques, the most recognized technique is to use 
NFR catalogue [6] where each entry in the catalogue is 
cheeked whether it is applicable for the system or not.

1AspectJTM is an Aspect Oriented extension of Java 
developed by Kiczales [11] at Xerox Palo Alto Research 
Center, 2000.
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Figure 1. AOSD activities in the proposed approach.
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5.2.2. Specifying Non-Functional Requirements

To specify non-functional requirements we adopt an 
extended version of our approach presented in [1, 2]. 
We propose the adoption of the matrix presented in 
Table 2 that relates the identified NFRs to the use cases 
they affect. In the case where an NFR (e.g., login) 
affects the system as a hole, the entire corresponding 
column must be check.

Table 1. Template to specify use-c ases.

Use Case No. Unique to the Use-Case
Name The name of the use-case
Priority Importance of the use-case

Actors Primary and secondary actors
Precondition
(Textual
�Formal)

Description of the conditions to be 
satisfied before the use-case is executed

Main Scenario A single and complete sequence of steps 
describing an interaction between a user 
and a system

Alternative
Scenario

Extensions or alternative courses of the 
main scenario

Postcondition
(Textual
�Formal)

Description of the conditions to be 
satisfied after the use-case is executed

Related
Use-Cases

Use-cases which the current use-case 
depend on

Table 2. Use-cases affected by NFRs.

NFR1 NFR2 …. NFRN

Use-Case1 � �

Use-Case2 � �

….

Use-Casen �

5.3. Weaving Requirements 
The goal of this activity is to weave (i.e., compose) the 
functional requirements and non-functional 
requirements together. This is achieved in a series of 
four steps: 

Step 1: Identifying the  interaction  points at which
crosscutting requirements affect the system.

Step 2: Identifying possible  conflicts among
requirements at each interaction point.

Step 3: Resolving conflicts.
Step 4: Integrating requirements.

A. Identifying Interaction Points

Based on functional crosscutting and the 
correspondence between NFRs and use-cases which 
constitutes another form of crosscutting, we can 
identify interaction points in the system where 
crosscutting will manifest themselves. Otherwise the 
set of interaction points is defined by the sub set of the 
Use Cases (UC) affected by CC Requirements (CCR), 
as shown in Table 3.

Table 3. Interactions points in the system.

CCRx CCRy …. CCRz

Use-Casei � �

Use-Casej � �

…. ….

Use-Casek � � ….

B. Defining Conflicts

Rarely requirements manifest in isolation, and 
normally the provision of one crosscutting may affect 
the level of another. We refer to this mutual 
dependency as non-orthogonality [16, 17]. The 
dependency can be collaborative (positive) or damage 
(negative). We define function for mapping pairs of 
CCRs to values “+”, “-”, “?” or “ ”. The rules for 
assigning the signs to the pairs of CCRs are as follows:

  F (CCRi , CCRj) � {“+”, “-”, “?”, “ ”} (1)

The values “-”, “+” or “ ” are assigned to the pair of 
CCRs originating from the set of NFRs that contribute 
respectively negatively, positively or do not interact at 
the same interaction point. The assignment is based on 
the expert’s judgment of the developers. The “?” value 
indicates a lack of information on the contribution; this 
might be updated in later phases of the software 
development life-cycle, or a subsequent iteration.

We use Table 4 as symmetric matrix presentation of 
the previous mapping function. It is important to stress 
that any conflict defined at this step may not prove to 
be a real conflict when the system will be refined 
further during later phases.

Table 4.  Aspect contribution matrix for the set of crosscutting 
requirements (CCR 1… CCR N). 

 

F: function CCR1 CCR 2 …. CCR N

CCR 1 + -

CCR 2 + ?

….

CCR N - ?

C. Resolving Conflicts

For each interaction point we analyse the set of
crosscutting requirements and study the contribution 
among its elements. We are essentially interested in 
those elements “requirements” that have a mutual 
negative interaction. We solve conflict resolution by 
refining the set of the crosscutting requirements to 
eliminate the negative contribution, or assign a priority 
among these elements to determine the order of their 
execution. 
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D. Requirements Composition

In this step, we integrate requirements (FRs and NFRs) 
together to obtain the whole system, and we use UML 
diagrams at this high level of abstraction to model the 
composition. In the new structured use-case diagram, 
we use <<include>> stereotype for each NFR and have 
the set of initial crosscutting use-cases include the new 
ones.

6. Conclusion and Future Work
Tangling and scattering are symptoms that do not 
exclusively affect implementation, but they also 
propagate to early stages of the development process. 
Identifying and modelling crosscutting earlier has a 
great impact on the improving the general quality of  
the system and reducing complexity by (1) prompting  
understandability  and reusability, (2) enhancing the 
process of detecting and removing defects, (3) 
reducing development time. In this paper, we discussed 
a sequence of systematic activities towards an early 
consideration of identifying, specifying and separating 
broadly scoped requirements that are traceable 
throughout system development process. We addressed 
both FRs and NFRs as candidate crosscutting 
requirements. To compose requirements, we provided 
a fine grained approach to define interaction points and 
relate them to the level of use-cases. Our approach 
makes it possible to early recognize and resolve 
conflicts within the activity of composing 
requirements. For future research, we plan to 
investigate how to formalize the specification of the 
NFRs and how to integrate them with formally 
specified FRs. We also plan to investigate how to 
formally resolve conflicts among requirements at 
interaction points with minimum contribution of 
stakeholders. Finally we work on a set of 
measurements that help in better designing strategies
based on quantitative analysis and we plan to 
investigate how to formalize the traceability 
mechanism.
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